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1 Project Description

Recent work by Lam et al. [1, 2, 3] has investigated the use of the logic-programming language Datalog
to code program analyses, exploiting a fast implementation of Datalog using binary decision diagrams.
Analyses written in Datalog are more compact and easier to reason about than hand-coded versions, while
the BDD-based implementation makes their time performance competitive with hand-coded versions.

However, this approach has not previously been implemented for the Pegasus intermediate represen-
tation. It would be a useful contribution to represent Pegasus graphs,and analyses and transformations on
them, in Datalog. We therefore propose to connect Whaley and Lam’sbddbddb implementation of Datalog
to the CASH compiler, and use it to implement some dataflow analyses.

In Datalog, programs are specified as sets of inference rules defining predicates, as in Prolog. Prolog
interprets inference rules by backward chaining: for example, to show that P (x) holds, find rules of the
form P (x) ← Q(x) and recursively show thatQ(x) holds; this terminates when we get to a rule with
no antecedent. Datalog, on the other hand, interprets rules by forward chaining and saturation: starting
with some base set of facts, apply any rules for which the current set offacts proves all the antecedents;
iterate until saturation (no new facts can be discovered). Since dataflow analyses are typically described via
iteration to a fixed point, it is very natural to implement them in Datalog.

Binary decision diagrams provide a compact and canonical representation of Boolean functions. A
predicateP (x) over a finite domainD can be represented by a Boolean functionD → Bool, and therefore
in turn by a BDD. The operations of forward chaining logic programming canbe viewed as relational
projections and joins, which have natural and efficient implementations in termsof BDDs.

In this project, I hope to:

• Give a Datalog representation of Pegasus graphs and implement one or more dataflow analyses.

• Interfacebddbddb to CASH: output a Datalog representation of a Pegasus graph for analysis, and
then read the results of an analysis back into CASH.

• Demonstrate that it is feasible to program CASH optimizations in Datalog by running the code on
some small benchmarks, comparable to those that we have used to assess thehomework assignments.

However, since this is now a one-person project, I may have to make some simplifications from the
pre-proposed work. Specifically, I may consider a restricted subset of Pegasus (Mahim suggested that I
consider the 15-or-so most-common nodes), and I may implement less-ambitiousoptimizations than we
previously proposed. My first goal is to implement an analysis on the scale of the first homework assignment
(conditional constant propagation).
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2 Logistics

Plan of Attack

My plan for accomplishing this project consists of the following steps:

1. Devise a Datalog representation of Pegasus graphs suitable for implementing a simple analysis (say,
CCP). I am not yet sure whether it will be better to tailor the Datalog representation to each analysis
or to give one generic representation.

2. Implement the sample example analysis on this representation.

3. Test the analysis on some hand-coded graphs.

4. Implement the glue code necessary to output the Datalog representation from CASH and read the
results of the analysis back in.

5. Run the analysis on some larger programs and see that the running-time is reasonable.

6. (Time permitting) Consider other analyses, which may require an alternate or generalized Datalog
representation of Pegasus graphs.

I am hesitant to suggest particular dates for these steps because the first three are the novel (and therefore
riskiest) parts of the project. Based on my own logic programming experienceand Whaley’s work [2], I
have a general idea of how these three steps will go, but I cannot make definite claims without having gone
through the details.

Milestone

I hope to complete the first two or three steps of the plan by the milestone date. Failing that, I will at least
be able to report on why the Datalog representation was less straightforward than I had thought.

Resources Needed

The only software necessary for this project is the open-sourcebddbddb implementation of Datalog and
the CASH compiler. I will not need any hardware other than my office machine.

Literature Search

The work by Lam and her students [1, 2, 3] is the most directly related work, as it involves implementing
compiler analysis in Datalog usingbddbddb. In the final project report, I will survey other research using
logic programming to implement compiler analyses and optimizations.

Getting Started

So far, I have begun to consider a Datalog representation of Pegasus graphs.
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